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1 Introduction

1 Introduction

In this course we are supposed to make a system that offers a so-called “Multiple Blind Date
Service” (MBDS). A MBDS is a public service, offered by a third party vendor, for meeting
a group of people for certain events that are identified by their type and time. A customer is
thereby able to send a SMS to the dedicated MBDS number to join an event that he looked
up before!. The Joining-Messages could look like “Go for a beer at 8 PM Saturday” or “Play
bridge at 2 PM today”. At an appropriate time the MBDS sends a text message to the customer,
notifying him about the upcoming event and makes a suggestion how the participant could use
the public transportation system to get to the event.

The service is built upon a distributed architecture. Beside the MBDS itself it uses a
telecommunication interface to send and receive text messages to and from mobiles. It also
uses a mobile positioning system, to track the actual position of the customers. The last system
that is uses is the “Trafikanten” system, the local traffic company, to find out the individual
routes for the customers.

In the following, we describe the different types of messages within the system to clarify
the description of the MBDS; to make the interaction between the customer and the MBDS as
easy as possible there are different types of messages that a customer can send to the service:

1. Join-Message: With the Join-Message a customer is able to sign up for an event. The
service registers this for a future notification.

2. Cancel-Message: 1If a customer wants to sign off an event, he can send this type of
message to the service.

3. Get-New-Route-Message: The customer is at any time able to request a new route de-
scription. The system will track the position of the customer and send him a new route
description. One can find more to this type of message in section 3.10.

Therefore on the part of the MBDS the types of messages are:

1. Confirmation-Message: When a customer signs up for an event, or if he canceled an
event, he gets a confirmation for this in form of a SMS message.

2. Notification-Message: The customer will be notified at an appropriate time before the
actual event that he signed up for. With this message the customer will also get a de-
scription how he should use the public transportaion system depending on his momen-
tary position.

3. Route-Message: The customer can ask for a new route description due to chaning his
position etc. The MBDS will send a new route description for the next event to the
customer based on the current position of the customer.

4. Cancel-Message: The customer gets an confirmation for their cancelation of participa-
tion, if a cancel-message has been sent to the system.

Within this overview one has to say that there are already some extensions mentioned here:
The basic system only consists of the Joining message and the later Notification message.

!For example, the vendor could publish these events on his internet pages or in magazines.



2 Assumptions

2 Assumptions

To be able to model the MBDS effeciently one needs to make certain assumptions of the area
of application. Within our model we made the following assumptions:

We model the communication between the MBDS and a single customer.
We assume that the used data classes have appropriate getter- and setter-methods.
We describe how the data is coming into the system, but not how the data is stored.

Therefor we assume that the events and the event locations, that are belonging to the
actual events, are already created by the vendor’s staff. This will, in fact, change later
in the modifications section (see section 4.3) where the event location of a single event
is set up a short time before the notification of the participants takes place. This system
does not handle the erasure of expired events.

To be able to track the position of a customer we assume that the mobile phone of the
customer can be positioned at all times.

To get the individual route descriptions (e.g. bus stops, bus schedules, delays) we have
to use the local Trafikanten system.

Consequently we assume that the customer is located within the range of the Trafikanten
system and that the farthest event location for a customer takes him about one hour to
reach.

We also assume that the locations of the single events need no reservation. That is to
say that the MBDS does not need to notifiy the owner of the event’s location.

The MBDS offers a fixed list of events. Therefore the customer cannot create their own
event within the system.

We assume that the Trafikanten system can handle requests that have the form like “Give
me the fastest route from A to B with the estimated time of arrival T”.

We assume that all components within our system have access to the positioning and
routing services.



3 The Multiple Blind Date Service

3 The Multiple Blind Date Service

This section of the project contains several diagrams and explanation for what the system is
intended to do. The following pages are made with respect to the part of assumptions, 2. The
diagrams are meant to give an overall view about which parts are interacting, and what kind
of information is passed along.

3.1 Definition of diagrams

This section is meant to give a short introduction to the diagrams we have made and why we
chose to make them. Each diagram will have a more detailed text explanation in the single
sections.

Usecase diagram, 3.2 This is the use case diagram that shows which relations each actor
has with the system, and what functions are called. This was an early diagram we made to
specify what actors are interacting with.

Context diagram, 3.3 The context diagram shows the data flow in the scope of an organiza-
tional system with its boundaries and which external entities interact with the system. Also the
information flows between the entities and the system are shown. This was the first diagram
that we made, and was useful for making the composite structure diagram.

Composite structure diagram, 3.4 This is a more detailed level of the system boundaries
and gives an overview of the internal components (with interactions between) of the blind date
service. This diagram was a requirement of the project.

Class diagram, 3.5 The class digram defines the relations between the classes and objects
of the system. This diagram was a requirement of the project.

Activity diagrams, 3.6, 3.7 The two diagrams give an overview of the messaging between
the user and the service. These diagrams were made to see easily what messages are passed
and to make sure that we had everything covered for the message passing.

Sequence diagrams, 3.8, 3.9, 3.10, 3.11 These diagrams show in which order messages
are passed between the parts of the system, along with what kind of data and arguments. This
diagram was a requirement of the project.



3 The Multiple Blind Date Service

3.2 MBDS use case

Figure 1 shows a use case diagram for the modelled multiple blind date system. There are three
actors within the diagram: The UserMobile, the TrafikatenSystem and the PositioningSystem,
which all interact with the MBDS.

BlindDateSystem

Join Event

Cancel Participation

UserMobile L .
Update Route Ul

«include» TrafikantenSystem

{ } ./

«include» PositioningSystem

Create Route ‘

Event Notification

Figure 1: MBDS use case diagram



3 The Multiple Blind Date Service

3.3 MBDSContext

Figure 2 displays the way the customer (user) interacts with the system. The MBDS is mod-
eled as one whole actor in this case, even though the system interacts with the traffikanten and
position-system.

> MBDSContext
part_out user_in
u : User : i
part.in user_lout mbds : MBDService

Figure 2: Multiple Blind Date Service context diagram



3 The Multiple Blind Date Service

3.4 MBDS composite structure

Figure 2 displays the structure of the blind date system. This diagram also shows that the class
BlindDateSystem is the only one which communicates with the user.

(5 MBDService

user_in u_from

user_out u_to bds : BlindDateSystem

Figure 3: MBDService composite structure diagram
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(© ParticipantList

pl_in pl_from

pl_to p: Participant [*]
pl_out

Figure 4: ParticipantList context diagram

3.5 Class diagram

Figure 5 shows the class diagram of the Muliple Blind Date Service.

The actual user of the system is represented as the class UserMobile whereas it only has
the mobile number of the user as an attribute. This class is not connected in any way with the
BlindDateSystem.

The pendant to the UserMobile class outside the mobile blind date service is the class Par-
ticipant. This class is used to represent an user within the system.

There are some classes in the diagram that represent data types which are used within the
whole diagram:

MobileNo: MobileNo represents a mobile number of a user. The classes MobileUser
and Participant have an attribute with this data type.

Position: Position represents the data that contains informations about a certain posi-
tion. E.g. an object of the type Position is returned by the positioning system to the
BlindDateSystem.

TimeDate: This class encapsulates a point in time and is used, e.g., to unambiguously
store the date and time when an actual event takes place.

Route: The Route class keeps the data that is returned by the routing service offered by
Trafikanten. It keeps all the data which is needed to describe a whole Route, that is the
place of departure and arrival, breakpoints etc.

PositionList: List of positions, used to compute the optimal meeting place in one of the
extensions.

EventTypeList: List of supported event types, used by the class EventLocation.



3 The Multiple Blind Date Service

The classes RoutingSystem and PositionSystem are representatives for the routing service of
Trafikanten and the positioning service offered by the used telecommunication vendor. The
MBDS holds a reference on each of these classes.

EventLocation stores all the information that is belonging to the single places where the
individual events can take place. It has attributes to store the name, the position and the
maximum number of participants of the place. It also holds a list of supported types of events.

The class Event is in close relation to the class EventLocation. Event represents the actual
events which are offered by the vendor. For that purpose it has attributes to store the type, the
time and the date of the event and also keeps a list of participants that have joined this specific
event.

The class Joining is responsible for the mapping between the participants and the events.
When a user joins a specific event an instance of this class is created and appended to the list
of participants. For each participant of the event one instance is created, each having a single
reference to a participant.

The central class of the system is the class BlindDateSystem. It is responsible for commu-
nication between the actual user and the multiple blind date service itself. The class Blind-
DateSystem keeps a list of all events that are offered by the vendor. It also has a reference to
an instance of a ParticipantList class.

The ParticipantList class keeps a list of all users that have at least once used the Mobile
Blind Date Service. It offers a method to get a reference on a participant through the partici-
pants mobile number.

10



3 The Multiple Blind Date Service

(3 RoutingSystem (3 PositionSystem
1 1
1 1
1 1 | (@ BlindDateSystem © ParticipantList
{3 EventLocationList 1 1 o p: Participant

o EventLocation 1

1

*

(3 EventLocation (& Event (3 Participant
1 B (3 Joining -

o Name o Type o MobileNo

o Position o TimeDate 1 * .

o maxPeople 1

o EventTypelList

Client's mobile

DataClasses:
allass {3 UserMobile

o mn : MobileNo
(3 EventTypelList (3 TimeDate (3 Route

(3 PositionList {3 Position (3 MobileNo

Figure 5: MBDS class diagram
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3 The Multiple Blind Date Service

3.6 Overview of incoming messages

Basically there can occur four different types of messages that the BlindDateSystem can re-
ceive:

1. JoinEvent message: JoinEvent occurs when a user wants to participate in an event.

2. CancelEvent message: CancelEvent occurs when a user want to sign off an event that
he previously has signed up to.

3. UpdateRoute message: When a user wants to get a route description of the next event
that he has signed up for, he can send an UpdateRoute message to the BlindDateSystem.
He will get a route description, that takes his current position and the next event that
he/she has signed up for into account.

&3 IncomingSMSOverview

IncomingSMSOverview

JoinEvent CancelEvent UpdateRoute

Figure 6: Overview of the incoming SMS messages

12
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3.7 Overview of outgoing SMS messages

Figure 7 shows all possible types of messages that the BlindDateSystem can send. There are
five different types of messages:

1.

SendJoinConfirmation message: If a user wants to join an event and he/she was suc-
cessfully added to an event by the BlindDateSystem, he/she will get a confirmation sent
by the BlindDateSystem.

SendCancelConfirmation message: A user that has successfully signed of an event
will receive a cancel confirmation message by the BlindDateSystem.

SendEventNotification message: The user will get a notification message about an
upcoming event that he/she has signed up for. The event notification message includes
the name and the time of the event and the route based on the users position which
he/she has at the time the notification message is created by the BlindDateSystem.

SendNewRoute message: If the user wants to have a new route description (e.g. be-
cause he/she has changed his position), he/she can send an update route message to the
BlindDateSystem. Hereupon the system will send an updated route description based
on the current position of the user and the position of the next event.

SendErrorMessage: The BlindDateSystem will send an error message to the user in
some cases. E.g. the user could try to cancel an event that does not exist etc.

13
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& OutgoingSMSOverview
OutgoingSMSOverview

SendErrorMessage

SendNewRoute

SendEventNotification
SendCancelConfirmation

SendJoinConfirmation

Figure 7: Overview of outgoing SMS messages

14
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3.8 JoinEvent

The joint event (figure 8) interaction, described in the JoinEvent sequence diagram, is ini-
tialized by the user sending a joinEvent message to our system. When our BlindDateSystem
receives the message it checks if the user is registered in our participant list. If not, the user
receives an error message. At this point it should, under no circumstances, be the case that
the user receives a message of successful joining of the event. Thus, this describes a negative
trace.

If the user is enlisted in our participant list, the BlindDateSystem tries to identify the event
matching the event identification provided by the user. If no match is found an error message
is send. On the other hand, if a matching event is found, the joining may now be added in our
system. This is further described in the AddJoining diagram.

Before entering this interaction (figure 9) we presuppose that both an event and a participant
has been identified. The objective is then to add a joining of the participant to the event.

First, the event is "asked" to add the participant to its list of participant who has already
joined. If, for example, the number of participants exceed the maximum number of partic-
ipants of the event location (assuming there has been assigned an event location), the event
may refuse to add a new participant. If so, the user receives a error message (joiningRefused).
If the event "accepts" to add the participant, then the participant is asked to add the event to
his list of joined events. If the participant accepts this, then a message of "successful joining"
is sent to the user. However, the participant may reject to add the event, if for example he has
already joined an event taking place at the same time. In this case, the joining is "rolled-back"
by deleting the participant from the participants list of the event, and an error message is sent
to the user.

3.9 CancelEvent

Figure 10 describes the activities that take place if a user sends a Cancel Event message to the
Multiple Blind Date Service.

In order to cancel an event, the user has to include the events name into the Cancel Event
Message. The number of the users mobile phone is automatically transferred with the mes-
sage. Therefor the cancelEvent message within the sequence diagram contains two parame-
ters: event and mobileNo.

3.9.1 sendCancelMessage

In order to cancel an event of a participator the BlindDateSystem asks in the first place for
the participant. Afterwards it looks for the event, which the user wants to cancel. If the
participant or the event do not exist then an error message will be send to the user. If both the
participant and the event do exist then a message will be send to the actual event e, saying that
participant p wants to cancel his participation. The ParticipantsList will aslo get a message,
saying, that the participant p wants to cancel event e. In this implementation the user will get
a confirmation even then, if the event and the participant exist, but the participant not joined
the event. Figure 11 illustrates this.

15



3 The Multiple Blind Date Service

JoinEvent

userMobile:UserMobile blindDateSy BlindDateSyste participantList:ParticipantList

1: joinEvent
1.1: getParticipant(mobileno)

«return»
1.2: getParticipant(mobileno)

[participant does not exist]
1: successfulJoining

1: unknownUser

[participant exists]

1: getEvent(event)

«return»
2; getEvent(event)

[nonexisting event]

1: unKnownEvent

[existing event]

AddJoining

Figure 8: JoinEvent sequence diagram

16



3 The Multiple Blind Date Service

AddJoining

userMobile:UserMobile blindDateSystem:BlindDateSystem event:Event participant:Participant

1.1: addParticipant

«return»
1.2: addParticipant

[joining refused by Event]
1: joiningRefused

[joining accepted by event] 1: joinedEvent(eventid)

«return»
2: joinedEvent(eventid)

[participant accepted]
1: successfulJoining

[participant did not accept] 1: deleteJoining

«return»

- 2: deleteJoining
3: joiningRefused

Figure 9: AddJoining sequence diagram
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> CancelEvent

{5 cm:UserMobile | {5 mbds:MBDService

ref

sendCancelMessage

Figure 10: CancelEvent sequence diagram
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“ sendCancelMessage

(® cm:UserMobile (® bds:BlindDateSystem (3 pl:ParticipantList ® e:Event
1: cancelEvent

2: getParticipant(mobileno)

3: getParticipant(mobileno)

4: getEvent(event)

«return»
5:°getEvent(event)

[p=nil || e=nil]
1: sendErrorMessage

[p<>nil & e<>nil]
1:/getEvent(event)

2: getEvent(event)
3: deleteJoining(mobileno)

4: deleteParticipantsEvent(p,e)

5: cancelConfirmation(event)

Figure 11: sendCancelConfirmation sequence diagram
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3 The Multiple Blind Date Service

3.10 UpdateRoute

The user will receive a message containing the route and name of the meeting place at a fixed
time before the event takes place. If the user want this information before the system has sent
the scheduled route message or the user has changed its position since the route message was
sent, the user needs the update route functionality. If a user ask for an updated route when
he/she haven’t signed up for any events, the system will return an error message. Otherwise
the system will return a message containing a route description, the event name and the time
of the event.

3.10.1 getNewRoute

Figure 12 is a sequence diagram showing, with a very high level of abstraction, that when the
user wants an updated route the user communicates with the BlindDateSystem class. When
a message with the GetNewRoute keyword is received, the the referenced sequence diagram
“sendNewRouteMessage” is initialized.

UpdateRoute - sequence diagram with high abstraction.

3.10.2 sendNewRouteMessage

Figure 13 shows the details of the referenced sequence diagram ‘“‘sendNewRouteMessage”.
After receiving a GetNewRoute message the BlindDateSystem class will ask the Partici-
pantList for the first event that the user has signed up for. If the user has signed up for an
event we get the EventLocation, otherwise we will return an error message to the user (we
only want to send route descriptions to people who has signed up for an event). If there is no
EventLocation allocated to the event we will also return an error message.

When we have the EventLocation we can access the PositionSystem to get the position of
the user, and then use this position together with the time and position of the EventLocation to
access the RoutingSystem to get a route description. The route description is sent to the user
together with the name and time of the event.

3.11 SendNotification
3.11.1 InitializeNotification

Figure 14 describes the notification process of the system.

Our system requires us to send a route description to all the users who has signed up for an
event about one hour before the event takes place. We do not specify who is initializing the
notification process. This could for example be a timer or an employee.

If there is no EventLocation assigned to the event, we will send an error message to the
initiator. Otherwise we will retrive the position of the EventLocation and the position of
the participators. The position of a participator is tracked by the PositionSystem. For each
participant we use the RoutingSystem to make a route description, which we send to the
participant.

20



3 The Multiple Blind Date Service

4 getNewRoute

{2 um:UserMobile

| (3 bds:BlindDateSystem

ref

sendNewRouteMessage

Figure 12: getNewRoute sequence diagram
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>0 sendNewRouteMessage

@ umUserMabile @ bdsBlindDatesystem @ eEvent @ plParticipantList @ psPostionsystem @ s RoutingSystem

1 getiewRoute

2: gefFirstEvent(mobilenay

3: gefFirstEvent(mobilena)

e k= nil] 1: getEventlocation
2! getEventLocation

[eventLocation = Null

1: sendErmariessage
[eventLocation = Null
1: getPosition(ma bilens)

2 getPositian(mabileno)

3: getRoute(nosition1 positionZ timedate)

4: getRoute(nosition1 positionZ timedate)

5: sengRoute(route, sventname, mobileno)

[e==nil]
1: sendEorkiey

Figure 13: sendNewRouteMessage sequence diagram,

22
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o nitializeNotification

© ob:Outerobject © umUserhobile ® bds BlindDateSystem © eEvent @ psFositionSystem

1: notiParticipants

{eventLocation = Null eI

[eventLocation 1= NuIl

- getventlocationPosition
sretums.
2:geltventLocationPosition

[k}

1: gethedParticipant
2-gethlextParticipant
3:getPositon(mobileno)

4 getPositon(mobileno)

5: getRoute (position position2,imedate)

et
6: getRoute (position,pos ion2 imedate)
7:notiUser(route,eventnarme,makilena)
8: sendRoute (route, eventname, mobileno)

Figure 14: InitializeNotification sequence diagram
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4 Alternative solutions to the service

4 Alternative solutions to the service

4.1 Time of the event is always NOW+30 minutes

This is a modification of the original join event (figure 15). As in the join event interaction,
our system first checks whether the user is a registered participant. After this is done, the list
of events is looped through (we assume this list is not empty), finding the next event. In this
looping, any event, which takes place in less than 30 minutes, is ignored.

If both an event and participant has been identified, the interaction continues with the Ad-

dJoining interaction (see description above).

JoinNextEvent

userMobile:UserMobile blindDateSystem:BlindDateSystem participantList:ParticipantList event:Event

1: joinNextEvent 1.1: getParticipant(mobileno)

turn»

1.2: getParticipant(mobileno)

[participant does not exist]

1: unknownUser

[participant exist]

1: getNextEvent

[1.*]
1: getEventTime

«return»
2: getEventTime

«return»
2: getNextEvent

AddJoining

Figure 15: JoinNextEvent sequence diagram
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4 Alternative solutions to the service
AddJoining is described in figure 9.

4.2 Meeting place is given in the original event description

As one can see that one or more event location(s) in the basic version of our system are
already binded to single events, this modification does not have any impacts on the design of
our system architecture.

4.3 Optimal meeting place for the participants

Figure 16 shows the notification process for the situation where an optimal meeting place is
made up just before the actual notifications are sent to the participants.

4.4 Our own modifications

During the discussion about how to implement the MBDS we noted down some extensions to
the system. These extensions are meant to show how the system could be extended beyond
the original specification, to serve further needs for both the client and the provider.

4.4.1 Implemented extensions

These extensions are implemented in our main diagrams.

CancelEvent Since the participant is able to join a event, he / she should also be able to
cancel the participation. The canceling of a participation is done mainly to give the posibility
of canceling an event alltogether by the provider due to low intrest (under required number of
participants).

More specifications and diagrams in section 3.9

GetNewRoute Often people are moving around a lot, especial in the city, and therefore we
thought it would be a useful extension to be able to request a updated route to the event place.
In the original design the participant are positioned at a specific time in ahead of the eventstart,
and sent a message containing the eventlocation along with the route description on how to
get there by public transportation. Now the user can request an updated traveling route by
querying the MBDS, with GetNewRoute. the new route is calculated from the position the
participant is located at the time of requesting a new route.
More specifications and diagrams in section 3.10

4.4.2 Extensions implemented in own diagrams

This / these extensions are implemented in own diagrams to show how they would be imple-
mented if used.

25



4 Alternative solutions to the service

OptimalRoute

© umUserMabile © bds:BlindDateSystern © abOuterObject © e:vent On © ellEventLocationList

1: findOptimalEventLacation

2: gethoDfParticipants

eturm>
3; GethoOfParticipants

[participants = 0] 1: sendEroressage

[participants > 0]

]
1: gethextPartidpant

eturm>
2: gethextParticipant

3: getPosition (mobleno)

«returmy,
4: getPosition (moblena)

make lst of

participant positions

1: computeOptimalPosition istofiositions)
eturm>
2: computeCistmaPosition(istofpositions
gethearestEventLocation(position, type)
stump
4: getNearestEventlocation(pasition, type)

5 setEventLocation

6isetEventlocation

InitiaizeNotification

Figure 16: OptimalRoute sequence diagram
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4 Alternative solutions to the service

GetEvents One likely extension to the system would be that the possible participants would
send a SMS to the MBDS to get a list of current events available. This extension would be
implemented as a 5.th possible receive message from the participant, and would return a list
of events. The list of events is still fixed, but now the flexibility of the generation of events is
greatly enhanced.

Figure 17 describes the messaging that takes place in the case of an user wanting a set of
offers. The system makes a string of the events that are active in the system and a message is
passed back to the user with the information. See figure 18 and figure 19 for updated Activity
diagrams, to get the overview for inbound and outbound SMS messages.

4.4.3 Thought about extensions

Possible extensions we came up with during discussions. These is not implemented in any
way, just referenced as suggestions for further improvements of the system.

Reserve event location The first thing we came up with was that it should maybe be wise
to reserve location for the events taking place. This would then imply that the provider of
the service would have a deal with several locations, so that the provider could chose after
seeing how the interest is for the event. This extension would not require anything more in the
diagrams except maybe another function for reserveEventPlace().

Male / Female attribute in participant Being a blind date service we thought of the ex-
tension to specify the sex (male / female) of the participant. This extension would be most
suited for particular events, and not "Play bridge at ..." events. The changes / additions to the
diagrams would be to save more information about the participant, and have a function trying
to match the number of males and females.

Participantprofile In the light of the extension described above it could be implemented
a webservice that stored a profile for each participant. This would be suited for participant
that participate more than once in this MBDS. Either you could have participants preregister
one the web only (identify them with their mobile number), or have both preregistered and
unregistered ones. Most likely it would be best to have all preregister, preferably on the web
with extended information on the participant. This would probably scare of some potential
customers, but then again the ones signing up would be "more commited" to show up.

Participant identification on event location I practical thing for the service would be to
have some way of identifying the participants when they arrive at the location for the event.
Either by some sign or some specification in the same message containing the location, like
"meet at bar" or "meet outside entrance".
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4 Alternative solutions to the service

i getEvents

| {3 um:UserMobile | | (3 bds:BlindDateSystem

1: getEvents |

| =

1.1: sendListOfEvents

Figure 17: Extension: get list of events from the provider
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4 Alternative solutions to the service

&2 IncomingSMSOverview_extended

IncomingSMSOverview_extended

JoinEvent CancelEvent UpdateRoute GetEvents

Figure 18: Extension: IncomingSMSOverview activity diagram
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4 Alternative solutions to the service

&2 OutgoingSMSOverview_extended
OutgoingSMSOverview_extended

SendErrorMessage

SendNewRoute

SendEventNotification
SendCancelConfirmation
SendJoinConfirmation

SendListOfEvents

Figure 19: Extension: OutgoingSMSOverview activity diagram
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5 Refinement proofs

5 Refinement proofs

In this section we will provide proofs that our various modifications can be understood as
refinements of our original specification.

Let S, denote our original specification, which consists of the following diagrams: Join-
Event (JE), NotifyParticipants (NP). Since the relation between the JE and NP diagram is
defined as an alt, we have only one interaction obligation in S,¢.

Let pos(diagram) and neg(diagram) denote the positive traces and negative traces of a dia-
gram, respectively. Thus, the semantics [ So.g] Of Sore Will be [Sorgl= {(Porg,norg) }» Where:

Porg = pos(JE) U pos(NP) (1)

Norg = neg(JE) Uneg(NP) 2)

Since there is no negative traces in the NP diagram neg(NP) = 0 and thus n,., = neg(JE).

5.1 Event Time Modification

In this subsection we prove that the "NOW+30" modification, which we denote by Sy, is a
refinement of the original specification. In this new modification, it is no longer possible to
join any other event than the next one. Hence, the old JE diagram is no longer valid, and con-
sequently only describes negative traces. Consequently, both the positive and negative traces
of the JE diagram, do now describe negative traces. The new positive traces are described in
the JoinNextEvent (JNE) diagram, and the positive traces of the NP diagram is kept.

Hence, the semantics of S, is given by [Sjuel= {(Pjne, M jne) } Where:

Pjne = pos(JNE)U pos(NP) (3)

Njne = neg(JNE) Uneg(NP) Uneg(JE) U pos(JE) 4)
By the definition of interaction obligation (porg,norg) ~ (P jnesN jne) iff

1. ngre € njye and

2. Porg c D jne Un jpe.

Since 7y, = neg(JNE)Uneg(NP)U pos(JE) Uneg(JE) = neg(JNE) U pos(JE) Unyyg, re-
quirement 1 is fulfilled.

Since porg = pos(JE) U pos(NP), and both pos(JE) C nyj. and pos(NP) C pyje, it follows
that por, = pos(JE)U pos(NP) C nyje U pyje. This establishes the fulfilment of requirement 2.

Since both requirement 1 and 2 are fulfilled, we have that (porg,norg) ~> (PjnesNjne) and
consequently that S, is a refinement of S,,.

In informal terms, we see that S}, is a refinement of S,,,, since it is obtained from S,
by defining all traces of JE as negative (narrowing) and adding the traces from diagram JNE
(supplementing).

Strictly speaking, by negating the old JE diagram we have introduced the empty trace as
a positive one. In the above proof we have ignored this fact and consequently we have not
proved refinement in the most strict sense of the term.
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5 Refinement proofs

5.2 Static Meeting Place

This modification is already implemented in our original specification. Hence, refinement is
trivially proved in this case, since a specification is a refinement of itself.

5.3 Optimal Meeting Place

In this subsection we analyze the optimal route optimization. Let S,,; denote the specification
of this modification.

Since we keep the old option of manual event location decisions, S, is obtained from S,
by adding the description of the OptimalRoute (OR) diagram (using the alt operator). Since we
use the alt operator when adding the new diagram, we still have only one interaction obliga-
tion. Hence, since there is no negative traces in the OR diagram, we only add positive traces to
our original specification (the positive traces of OR). Adding positive traces is supplementing,
i.e. Syp is obtained from S,,, by supplementing.

Consequently, S, is a property refinement of S, .

5.4 Own Modifications

All our own modifications are simple adding of functionality. Since none of these modifica-
tions define any negative traces, we only add positive traces to our original specification, i.e.
former inconclusive traces are now defined as positive (supplementing). We still have only
one interaction obligation, since the new diagrams are related to the original ones by the alt
operator.

This shows that our specification of our own modifications are obtained from the original
specification by supplementing, which is property refinement.
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